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Abstract

The methodology of price indices dedicated to scanner data is broad, multifaceted, and still contains many open 
problems. The main challenges include choosing the index formula and the time window width in multilateral 
methods, as well as determining splicing or other data updating methods. Many NSIs experiment with scanner 
data, their processing, classifying, matching, and finally using this type of data for CPI calculations. However, 
these activities are limited, which is partly due to the lack of widely available software in this field. On the one 
hand, R packages dedicated to price indices are available (e.g. IndexNumR or micEconIndex), on the other 
hand, their functionality and the scope of implemented methods are quite limited. The article discusses a new 
R package, i.e. PriceIndices, which is used to process scanner data and to calculate bilateral and multilateral price 
indices. The assumptions for the construction of the package were such that it would serve both practitioners 
and scientists through a multitude of methods and their parameterization. The main purpose of the article 
is to present the utility of the package in the field of analyzing the dynamics of scanner prices. All obtained 
results are based on the real scanner data set on milk obtained from one retailer chain in Poland and included 
in the PriceIndices package.2
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INTRODUCTION 
Scanner data, alongside web-scraped data, have recently been a fairly popular alternative source 
of information in Consumer Price Index (CPI) measurement. The availability of electronic sales data 
for the calculation of the CPI has increased over the past 18 years. Scanner data mean transaction data 
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that specify turnover and numbers of items sold by GTIN or another bar code and can be obtained from 
a wide variety of retailers (supermarkets, home electronics, internet shops, etc.). Scanner data contain 
expenditure information at the item level, which makes it possible to use expenditure shares of items 
as weights for calculating price indices at the lowest (elementary) level of data aggregation. They provide 
some additional information about products (such as the following attributes: size, color, package quantity, 
etc.) which may be useful in aggregating items into homogeneous groups.

Nevertheless, there are many challenges while using scanner data sets. The first group of challenges  
is connected with data processing, i.e. row scanner data must be cleaned, classified, matched and (optionally) 
filtered (Loon and Roels, 2018). This is a huge challenge – these stages usually require the use of advanced 
techniques of multivariate statistics and machine-learning and/or text-mining methods. Sometimes 
these stages force NSIs to build new IT systems and sometimes additional, separate modules are created  
in R, Python, SAS, Mathematica or other environments. The second group of challenges concerns choosing 
the optimal price index formula and the time window width in multilateral methods, determining 
splicing or other data updating methods. Experiments in this area are somewhat limited, because most 
statisticians do not have access to the appropriate software or do not have specialist knowledge in computer 
science to create above-mentioned scripts. Although the methodology for scanner data and multilateral 
indices is extensive and constantly evolving (see for instance Ivancic et al., 2011; Krsnich, 2014; Griffioen  
and Bosch, 2016; de Haan et al., 2016; Chessa and Griffioen, 2016; Chessa, 2017; Chessa et al., 2017; 
Diewert and Fox, 2017; von Auer, 2019; Mehrhoff, 2019; Białek and Bobel, 2019; Webster and Tarnow-
Mordi, 2019; Abe and Rao, 2019; Zhang et al., 2019), functionality of available packages for price index 
calculations and the scope of implemented methods are still quite limited. For instance, in the case  
of the popular IndexNumR package, the only multilateral price index formula which is available in this 
package is the GEKS index. Moreover, extending the GEKS index is possible by using “only” three splicing 
methods: movement splice, window splice and mean splice, i.e. the half splice is not available here, along 
with the FBEW or FBMW methods (see Section 4). Another R package, micEconIndex, provides only  
a small number of bilateral indices, i.e. the Paasche, the Laspeyres and the Fisher indices. There are some 
other R packages (e.g. multilaterals or productivity) but still the list of available methods is quite poor and 
these packages are not strictly dedicated to the scanner data case. 

The article discusses a new R package, i.e. PriceIndices, which is used to process scanner data and  
to calculate bilateral and multilateral price indices. The assumptions for the construction of the package 
were such that it would serve both practitioners and scientists through a multitude of methods and their 
parameterization. The main purpose of the article is to present the utility of the package in the field  
of analyzing the dynamics of scanner prices. All obtained results are based on the real scanner data set  
on milk obtained from one retailer chain in Poland and included in the PriceIndices package. Presentation  
of this package is divided into the following sections: data processing, bilateral index calculations, multilateral 
index calculations, extensions of multilateral indices, aggregation and index comparisons.

1 DATA PROCESSING 
The released version of the Priceindices package can be installed from GitHub with the command: install_ 
github(“JacekBialek/PriceIndices”) or from CRAN: install.packages("PriceIndices"). This section discusses 
the basic package functions for scanner data processing. Technical details are omitted since they can be 
found in the package documentation. Please note that the package uses monthly unit values as prices 
and, as a consequence, daily data on prices and quantities are aggregated to one month.

1.1 Data sets included in the Priceindices package
This package includes two data sets: artificial and real. The first one, dataMATCH, can be used  
to demonstrate the data_matching function and it will be described later (see Section 1.4). The other 
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one, milk, is a collection of scanner data on the sale of milk in one of Polish supermarkets in the period 
from December 2018 to August 2020. It is a data frame with 6 columns and 4 281 rows. The used 
variables (columns) are as follows: time – dates of transactions (Year-Month-Day); prices – prices of 
sold products (PLN); quantities – quantities of sold products (liters); prodID – unique product codes 
obtained after product matching (data set contains 67 different prodIDs); retID – unique codes identifying 
outlets/retailer sale points (data set contains 5 different retIDs); description – descriptions of sold milk 
products (data set contains 6 different product descriptions corresponding to subgroups of milk group). 
The set milk represents a typical data frame used in the package for most calculations and is organized 
as follows.

The milk data set contains transaction data on 6 milk subgroups: goat milk, powdered milk, full-fat 
milk UHT, full-fat milk pasteurized, low-fat milk UHT, and low-fat milk pasteurized.

1.2 Data preparation
Data_preparing is a function for data preparation. This function returns a prepared data frame based  
on the user’s data set. The resulting data frame is ready for further data processing (such as data selecting, 
matching or filtering) and it is also ready for price index calculations (if only it contains required columns). 
The resulting data frame is free from missing values, zero or negative prices and quantities. As a result, 
the time column is set to be Date type (in format: ‘Year-Month-01’), columns of prices and quantities are 
set to be numeric. If the description parameter is set to TRUE, then the description column is set to be  
character type (otherwise it is deleted). Please note that the milk set is an already prepared dataset but 
let us assume for a moment that we want to make sure that it does not contain missing values and we  
do not need the description column for further calculations. For this purpose, we use the data_preparing 
function as follows: data_preparing(milk, description=FALSE).

1.3 Product classification
Advanced machine-learning methods use for product classification so-called learning trials. However, 
this requires the manual assigning of the appropriate COICOP group to product codes. When we have 
meticulous and accurate product descriptions, we can alternatively classify products based on the words 
or phrases appearing in their description. This is done by using the data_selecting function. The function 
returns a subset of the user’s data set obtained by selection based on keywords and phrases defined  
by parameters: include, must and exclude (see documentation). For instance, please use data_selecting(milk, 
include=c(“milk”), must=c(“UHT”)) to obtain a subset of milk dataset limited to the UHT category (Table 2)  
or data_selecting(milk, must=c(“milk”), exclude=c(“past”,”goat”)) to obtain a subset of milk dataset with 
products which are not pasteurized and which are not goat products (Table 3).

Table 1  First six rows of the “milk” data set

Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>

Time Prices Quantities prodID retID Description

2018-12-01 7.98 6.5 400032 1311 goat milk

2018-12-01 7.98 91.5 400032 2210 goat milk

2018-12-01 7.98 19.5 400032 6610 goat milk

2018-12-01 7.98 15.5 400032 7611 goat milk

2018-12-01 7.98 43. 400032 8910 goat milk

2019-01-01 7.98 4.5 400032 1311 goat milk
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1.4 Product matching
If the user has a dataset with information about products sold but these products are not matched, 
then the data_matching function can be used. In an optimal situation, an input data frame contains 
the codeIN, codeOUT and description columns (see documentation) which in practice will contain 
retailer codes, GTIN or SKU codes and product labels, respectively. The data_matching function 
returns a data set defined in the first parameter (data) with an additional column (prodID). Two 
products are treated as being matched if they have the same prodID value. The procedure of generating  
the above-mentioned additional column depends on the set of available variables for matching.  
In the most extreme case, when the onlydescription parameter is set to TRUE (its default value  
is FALSE), two products are also matched if they have identical descriptions. Other 5 cases differ from 
each other with regard to the set of considered variables, for instance, the algorithm for product matching 
when both product codes (internal and external) are available differs from the algorithm when only 
one of these codes is available (see the package documentation). If the matching process is to compare 
product labels defined by the description column, then the Jaro-Winkler distance measure is used 
(Jaro, 1989; Winkler, 1990) to compare each pair of character strings. For instance, let us suppose we 
want to match products from the artificial data set (dataMATCH) included in the package (see Table 4).  
Let us assume that products with two identical codes (codeIN and codeOUT) or one of thecodes identical 
and an identical description are automatically matched. Products are also matched if they have one  
of the codes identical and the Jaro-Winkler similarity measure, calculated for their descriptions, is 
bigger than the fixed precision value, e.g. let us set its level to 0.98. Let us suppose also that we want to 
match all products sold in the interval: December 2018–February 2019. Using the following command:  

Table 2  First six rows of the UHT milk subset (*)

Note: (*) Available values of description: "full-fat milk UHT", "low-fat milk UHT". 
Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>

Note: (*) Available values of description: "powdered milk", "full-fat milk UHT", "low-fat milk UHT".
Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>

Time Prices Quantities prodID retID Description

2018-12-01 2.99 113 60010 1311 full-fat milk UHT

2018-12-01 2.29 650 401350 1311 full-fat milk UHT

2018-12-01 2.68 304 402570 1311 full-fat milk UHT

2018-12-01 2.65 137 405419 1311 full-fat milk UHT

2018-12-01 2.99 560 60010 2210 full-fat milk UHT

2018-12-01 2.50 1914 401350 2210 full-fat milk UHT

Time Prices Quantities prodID retID Description

2018-12-01 19.58 10.5 403249 1311 powdered milk

2018-12-01 19.58 154.5 403249 2210 powdered milk

2018-12-01 19.58 88.5 403249 6610 powdered milk

2018-12-01 19.58 75.0 403249 7611 powdered milk

2018-12-01 19.58 18.0 403249 8910 powdered milk

2018-12-01 69.95 1.0 400033 2210 powdered milk

Table 3  First six rows of the not-pasteurized and not-goat milk subset (*)
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data_matching(dataMATCH, start=”2018-12”, end=”2019-02”,  codeIN=TRUE, codeOUT=TRUE, 
precision=.98, interval=TRUE), an additional column (prodID) will be added to the data frame  
(Table 5). Now the data set is ready for further processing (e.g. data filtering) and/or price index  
calculations.

Table 4  First six rows of the dataMATCH set before matching

Table 5  First six rows of the dataMATCH set after matching

Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>

Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>

Time Prices Quantities codeIN codeOUT retID Description

2018-12-01 9.416371 309 1 1 1 product A

2019-01-01 9.881875 325 1 5 1 product A

2019-02-01 12.611826 327 1 1 1 product A

2018-12-01 9.598252 309 3 2 1 product A

2019-01-01 9.684900 325 3 2 1 product A

2019-02-01 9.358420 327 3 2 1 product A

1.5 Data filtering
The PriceIndices package includes the data_filtering function for data set reduction. This function 
returns a filtered data set, i.e. a reduced user’s data frame with the same columns and rows limited  
by a criterion defined by filters parameter (see documentation). If the set of filters is empty, then  
the function returns the original data frame (defined by data parameter). On the other hand, if both filters 
are chosen, i.e. filters=c(extremeprices, lowsales), then these filters work independently and a summary 
result is returned. Please note that both variants of extremeprices filter can be chosen at the same time, 
i.e. plimits and pquantiles, and they work also independently. For example, let us assume we consider 
three filters for the milk data set: filter 1 is to reject 1% of the lowest and 1% of the highest price changes 
comparing March 2019 to December 2018, filter 2 is to reject products with price ratio being less than 
0.5 or bigger than 2 in the same time, filter 3 rejects the same products as filter2 rejects and also products 
with relatively low sale in compared months. An additional filter 4 works for each pair of subsequent 
months from the considered time interval and under the condition that filtering is done for each outlet 
(retID) separately. The right commands for these filters and their impact on milk data set reduction (with 
403 and 817 records when no filter is used in comparison of two months and the whole time interval 
respectively) are presented in Table 6.

Time Prices Quantities codeIN codeOUT retID Description prodID

2018-12-01 9.416371 309 1 1 1 product A 24

2019-01-01 9.881875 325 1 5 1 product A 24

2019-02-01 12.611826 327 1 1 1 product A 24

2018-12-01 9.598252 309 3 2 1 product A 30

2019-01-01 9.684900 325 3 2 1 product A 30

2019-02-01 9.358420 327 3 2 1 product A 30
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1.6 Additional product characteristics
The PriceIndices package includes 10 additional functions providing dataset characteristics. Please 
note that if the interval parameter is set to FALSE, then these functions compare only periods defined  
by period1 and period2 parameters (see documentation). Otherwise the whole time period between 
period1 and period2 is considered. Table 7 summarizes these functions.

Table 6  The impact of filters 1–4 on data set reduction

Table 7  Package functions providing dataset characteristics

Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>

Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>

Type of filter Command No. of records
after filtering

Filter 1 data_filtering(milk,start="2018-12",end="2019- 
03",filters=c("extremeprices"),pquantiles=c(0.01,0.99)) 378

Filter 2 data_filtering(milk,start="2018-12",end="2019- 
03",filters=c("extremeprices"),plimits=c(0.5,2)) 381

Filter 3 data_filtering(milk,start="2018-12",end="2019- 
03",filters=c("extremeprices","lowsales"),plimits=c(0.5,2)) 180

Filter 4 data_filtering(milk,start="2018-12",end="2019- 
03",filters=c("extremeprices"),pquantiles=c(0.01,0.99),interval=TRUE, retailers=TRUE) 773

Function Description

Available
The function returns all values from the indicated column (defined by the type parameter) which occur  

at least once in one of the compared periods or in a given time interval. Possible values of the type parameter 
are: retID, prodID, codeIN, codeOUT or description.

Matched
The function returns all values from the indicated column (defined by the type parameter) which occur 

simultaneously in the compared periods or in a given time interval. Possible values of the type parameter are: 
retID, prodID, codeIN, codeOUT or description.

matched_index

The function returns a ratio of values from the indicated column that occur simultaneously in the compared 
periods or in a given time interval to all available values from the above-mentioned column (defined  

by the type parameter) at the same time. Possible values of the type parameter are: retID, prodID, codeIN, 
codeOUT or description. The returned value is from 0 to 1.

matched_fig

The function returns a data frame or a figure presenting the matched_index function calculated  
for the column defined by the type parameter and for each month from the considered time interval.  

The interval is set by the start and end parameters. The returned object (data frame or figure) depends  
on the value of the figure parameter.

prices, quantities, 
sales

Functions return prices (unit value), quantities and sales (respectively) of products with given IDs (prodID 
column)  and being sold in the time period indicated by the period parameter. The set parameter means  

a set of unique product IDs to be used for determining prices of sold products. If the set is empty,  
the function returns prices of all products being available in period.

sales_groups
The function returns values of sales of products from one or more datasets or the corresponding barplot  

for these sales (if barplot is set to TRUE). Alternatively, it calculates the sale shares (if shares parameter is set 
to TRUE).

pqcor

The function returns Pearson’s correlation coefficient for price and quantity of products with given IDs 
(defined by the set parameter) and sold in period. If the set is empty, the function works for all products 

being available in period. A figure parameter indicates whether the function returns a figure with  
the correlation coefficient (TRUE) or just a correlation coefficient (FALSE).

pqcor_fig

The function returns Pearson’s correlation coefficients between price and quantity of products with given  
IDs (defined by the set parameter) and sold in the time interval defined by the start and end parameters.  

If the set is empty, the function works for all available products. Correlation coefficients are calculated for each 
month separately. Results are presented in tabular or graphical form depending on the figure parameter.
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For instance, an example of the use of functions: matched_fig,  sales_groups, pqcor, and pqcor_fig 
(respectively) for the milk dataset is presented in Figure 1.

Figure 1  �Graphical results obtained by using functions: matched_fig,  sales_groups, pqcor, and pqcor_fig  
for the milk dataset (*)

a) The use of the matched_fig function

c) The use of the pqcor function 

b) The use of the sales_groups function 

d) The use of the pqcor_fig function 

Note: �(*) �These figures are results of the following package commands: (a) matched_fig(milk, start="2018-12", end="2019-12", type="prodID"); 
(b) sales_groups(datasets=list(…), start="2019-04", end="2019-07", barplot=TRUE, shares=TRUE); c) pqcor(milk, period="2019-05", 
figure=TRUE); d) pqcor_fig(milk, start="2018-12", end="2019-06").

Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>

2 BILATERAL PRICE INDEX CALCULATIONS
The PriceIndices package includes 6 functions for calculating bilateral, unweighted price indices  
and 24 functions for calculating bilateral, weighted price indices (see Table 8).

co
rr

el
at

io
n

–0.200

–0.195

–0.190

–0.185

–0.180

fr
ac

tio
n

sh
ar

e 
in

 s
al

es

0.9

0.8

0.6

0.8

0.4

0.2

0.0

ful-fat milk UHT goat milk powdered milk

groups
date

2019 01

2019 02

2019 03

2019 04

2019 05

2019 06

2019 07

2019 08

2019 9

2019 10

2019 11

2019 12

Pearson’s correlation coefficient = –0.2035

qu
an

tit
ie

s

date
prices

10 000

7 500

5 000

2 500

0

0 20 40 60

2019 01

2018 12

2019 02

2019 03

2019 05

2019 06

2019 04



2021

129

101 (2)STATISTIKA

To get the chain version of any price index formula presented in Table 8, we need to add “ch” before 
its name, e.g. chfisher is a function for the chain Fisher index calculation (CPI Manual, 2004). Each  
of these 60 functions returns a value (or vector of values) of the selected bilateral price index depending 
on the interval parameter. If interval parameter is set to TRUE, the function returns a vector of price 
index values without dates. To get information about both price index values and corresponding dates, 
we should use general functions: price_index, price_indices or final_index (see Section 7). None  
of these functions takes into account aggregating over outlets or product subgroups (to consider these 
types of aggregating, we need to use the final_index function, see Section 8).

For instance, the following command: lloyd_moulton(milk,star t= ”2018-12”,end= ”2019 
06”,sigma=0.7,interval=TRUE) provides values of the Lloyd-Moulton (CES) index for the month series 
from December 2018 to June 2019, where the fixed base month is December 2018 and the elasticity  
of the substitution parameter is set to 0.7. As a result, we obtain the following values: 1.0000000, 1.0155974, 
1.0039722, 1.0032047, 1.0029064, 0.9943878, 1.0022053.

3 MULTILATERAL PRICE INDEX CALCULATIONS
This package includes 6 functions for calculating multilateral price indices and one additional, general 
function (QU) which calculates the Quality Adjusted Unit Value index (Table 9).

Table 8  Bilateral price indices included in the PriceIndices package

Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>

Unweighted price indices

Price index formula Package function

BMW (2007), Carli (1804), CSWD (1980, 1992), Dutot (1738), 
Jevons (1865), Harmonic bmw, carli, cswd, dutot, jevons, harmonic 

Weighted price indices

Price index formula Package function

AG Mean (2009), Banajree (1977), Bialek (2012; 2013),
Davies (1924), Drobisch (1871), Fisher (1922), Geary-Khamis 

(1958, 1970), Geo-Laspeyres, Geo-Lowe, Geo-Paasche,  
Geo-Young, Laspeyres (1871), Lehr (1885), 

Lloyd-Moulton (1975, 1996), Lowe, Marshall-Edgeworth (1887), 
Paasche (1874), Palgrave (1886), Sato-Vartia (1976), Stuvel (1957), 

Törnqvist (1936), Vartia (1976), Walsh (1901), Young

agmean, banajree, bialek, davies, drobisch, fisher, geary-
khamis, geolaspeyres, geolowe, geopaasche, geoyoung, 

laspeyres, lehr, lloyd_moulton, lowe, marshall_edgeworth, 
paasche, palgrave, sato_vartia, stuvel, tornqvist, vartia, walsh, 

young

Table 9  Multilateral price indices included in the PriceIndices package

Multilateral price index Package function

CCDI
(Caves, Christensen, Diewert, 1982) ccdi

GEKS, GEKS-J (GEKS based on the Jevons index), 
GEKS-W (GEKS based on the Walsh index)

(Gini, 1931; Eltetö and Köves, 1964; Szulc, 1983)
geks, geksj,geksw 

Geary-Khamis
(Geary, 1958; Khamis, 1970) gk

Quality Adjusted Unit Value
(de Haan, 2004) QU

Time Product Dummy (TPD)
(de Haan and Krsinich, 2017)	

tpd

Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>
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The above-mentioned 6 multilateral formulas consider the time window defined by the wstart  
and window parameters, where window is a length of the time window (typically multilateral methods 
are based on a 13-month time window). It measures the price dynamics by comparing the end period  
to the start period (both start and end must be inside the considered time window). None of these 
functions takes into account aggregating over outlets or product subgroups (to consider these aggregating, 
we need to use the final_index function, see Section 8). For instance, the following command: 
	� geks(milk,start=”2018-12”,end=”2019-12”,window=13) provides the value of the full-window 

GEKS index comparing December, 2018 to December, 2012 , i.e.  a 13-month time window is used.  
As a result, we obtain 0.9876098.

4 EXTENSIONS OF MULTILATERAL INDICES
4.1 Splicing methods in the PriceIndices package
In the case of bilateral methods, a fixed base month (period) is used and the current period is shifted each 
month. In monthly c{1,2,...,T}hained index methods, the base and the current month are both moved one 
month. The problem with proceeding with the next month arises in the case of multilateral index methods. 
Adding information from a new month may influence values of quality adjustment parameters and values 
of corresponding multilateral indices. In the literature, we can meet the following window updating 
methods (or splicing methods): a) movement splice method (MS), where a price index for the new month  
is calculated by chaining the month-on-month index for the last month of the shifted window  
to the index of the previous month (de Haan and van der Grient, 2011); b) window splice method (WS), 
which calculates the price index for the new month by chaining the indices of the shifted window  
to the index of T  months ago (Krsinich, 2014). c) half splice method (HS), where the splicing period  
is chosen to be in the middle of the previous time window (de Haan, 2015); d) mean splice method (GMS), 
which uses the geometric mean of all possible choices of splicing, i.e. all months {1,2,...,T} which are 
included in the current window and the previous one (Diewert and Fox, 2017). All the above-mentioned 
splicing methods are available in the PriceIndices package for any of the discussed multilateral indices 
(see Section 5). In particular, the following functions can be used: ccdi_splice, geks_splice, geksj_splice, 
geksw_splice, gk_splice and tpd_splice. For instance, let us calculate the extended Time Product Dummy 
index by using the half splice method with a 10-month time window with the following command  
(the resulting value is 1.002093):

tpd_splice(milk,start=”2018-12”,end=”2020-02”,window=10,splice=”half”).

4.2. Other extending methods in the PriceIndices package
Chessa (2016) proposed a method without using a monthly rolling window. Instead, it uses a time window 
with a fixed base month every year (December). The window is enlarged every month with one month 
(Fixed Base Monthly Expanding Window – FBEW). Lamboray (2017) proposed a mix of the FBEW 
method and the movement splice. His approach uses a rolling window where the last month of the window  
is compared to the previous December month. This December plays the role of fixed base, as in the FBEW  
method. This method is called the Fixed Base Moving Window method (FBMW). Both the FBEW  
and the FBMW methods are available in the package, i.e. to use them for any multilateral price index, 
we need to add “_fbew” or “_fbmw” to the corresponding index function. For instance, let us calculate 
the extended TPD index by using the FBEW method using the following command:

tpd_fbew(milk, start=”2018-12”, end=”2020-02”). As a result, we obtain: 0.9977962.

Please note that December 2019 is the chain-linking month here and, following Diewert (2004),  
the Weighted Least Squares (WLS) method with expenditure shares as weights is used for estimation 
while calculating the TPD index.
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5 GENERAL FUNCTIONS FOR PRICE INDEX CALCULATIONS
This package includes 3 general functions for price index calculation. These functions provide a value 
or values (depending on the interval parameter) of the selected price index formula or formulas.  
If the interval parameter is set to TRUE, then it returns a data frame with two columns: dates and index 
values. The first two general functions are described as below, the third and the most general function, 
i.e. final_index, is discussed in Section 8:

 price_index function.

This function returns a value or values of the selected price index. The formula parameter is a character 
string indicating the price index formula that is to be calculated. If the selected price index formula 
needs some additional information, it should be defined by additional parameters: window and splice 
(connected with multilateral indices), base (adequate for the Young and Lowe indices) or sigma (for  
the Lloyd-Moulton or AG mean indices). Table 10 presents an example of the use of the price_index 
function which runs the multilateral Geary-Khamis method for the milk dataset, i.e. 

price_index(milk,start=”2018-12”,end=”2019-12”,formula=”gk”,interval=TRUE).

 price_index function.

This is an extended version of the price_index function because it allows us to compare many price 
index formulas by using one command. The general character of this function means that, for instance, 
one command may calculate two CES indices for two different values of the sigma parameter (the elasticity  
of substitution) or we can select several splice indices and calculate them by using different window 
lengths and different splicing methods. Please note that this function is not the most general  
in the package, i.e. all selected price indices are calculated for the same data set defined by the data 
parameter and the aggregation over subgroups or outlets is not taken into consideration here (to consider 
it, the final_index function should be used – see Section 8). Table 11 presents an example of the use  
of the price_indices function (for the milk dataset) which runs the Jevons index, the chain Fisher index, 
the AG mean index with the elasticity of substitution parameter sigma=0.5, the full-window GEKS  
and CCDI indices and the splicing TPD index, i.e. the TPD index extended by using the movement splice 
method and a 10-month time window, i.e.

Source: �PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>

Table 10  �Results of the use of the price_index function in the PriceIndices package

Date gk

2018-12 1.0000000

2019-01 1.0066548

2019-02 1.0008807

2019-03 0.9817312

2019-04 0.9955483

2019-05 0.9918563

2019-06 0.9923588

2019-07 0.9886830

2019-08 1.0001154

2019-09 0.9940940

2019-10 0.9793358

2019-11 0.9779071

2019-12 0.9895014
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price_indices(milk,start=”2018-12”,end=”2019-12”,

lateral=c(“jevons”,”chfisher”),cesindex=c(“agmean”),sigma=c(0.5),

fbmulti=c(“geks”, “ccdi”),fbwindow=c(13,13),splicemulti=c(“tpd_splice”),

splicewindow=c(10),splice=c(“movement”), interval=TRUE).

Table 11  Results of the use of the price_indices function in the PriceIndices package

Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>

Date Jevons Chain Fisher AG Mean GEKS CCDI Splicing TPD

2018-12 1.0000000 1.0000000 1.0000000 1.0000000 1.0000000 1.0000000

2019-01 1.0227271 1.0021874 1.0161907 1.0020440 1.0018258 1.0034052

2019-02 1.0306252 1.0004589 1.0041815 1.0001378 0.9998011 0.9997846

2019-03 1.0361275 0.9861511 1.0040160 0.9837980 0.9839374 0.9830298

2019-04 1.0076198 0.9943142 1.0033451 0.9935624 0.9931984 0.9949289

2019-05 1.0403077 0.9914703 0.9946718 0.9898290 0.9897645 0.9921140

2019-06 0.9850525 0.9897306 1.0027552 0.9889244 0.9887816 0.9907993

2019-07 1.0053768 0.9875189 1.0034281 0.9861619 0.9863439 0.9860539

2019-08 1.0034188 0.9981165 1.0094286 0.9980918 0.9978275 0.9994174

2019-09 1.0181678 0.9968423 1.0085949 0.9951837 0.9951218 0.9944681

2019-10 1.0248130 0.9784270 0.9838821 0.9774534 0.9771381 0.9789089

2019-11 1.0088363 0.9770267 1.0095095 0.9804598 0.9814365 0.9812340

2019-12 1.0255585 0.9873297 1.0000443 0.9876098 0.9875563 0.9901864

6 FINAL INDEX – AGGREGATION OVER SUBGROUPS AND/OR OUTLETS
All previously presented functions for price index calculation do not take into consideration aggregation 
over subgroups or outlets. The most general package function, i.e. the final_index, returns a value  
or values of the selected price index taking into consideration aggregation over product subgroups  
and/or over outlets (retailer sale points defined in retID column). If this second option is selected, then 
for each outlet, i.e. each retID code, the set of considered prodID codes is limited to those codes which 
are available simultaneously in all considered months. To be more precise: if both types of aggregation 
are selected, then for each subgroup of products and for each outlet (point of sale) price indices are 
calculated separately and then aggregated (according to the aggregation methods indicated) to the form  
of the final price index. If the interval parameter is set to TRUE, then it returns a data frame with two 
columns: dates and final index values (after optional aggregating). The datasets parameter defines  
the user’s list of data frames with subgroups of sold products. The formula parameter is a character 
string indicating the price index formula that is to be calculated. If the selected price index formula 
needs some additional information, it should be defined by additional parameters: window and splice  
(connected with multilateral indices), base (adequate for the Young and Lowe indices) or sigma (for  
the Lloyd-Moulton or AG mean indices). The aggrret parameter is a character string indicating the formula 
for aggregation over outlets. Available options are: none, laspeyres, paasche, geolaspeyres, geopaasche, 
fisher, tornqvist, arithmetic, and geometric. The first option means that there is no aggregating over 
outlets. The last two options mean unweighted methods of aggregating, i.e. the arithmetic or geometric 
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Table 12  The final chain Fisher index calculated for milk and with aggregation over subgroups and outlets

Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>

mean is used. Similarly, the aggrsets parameter is a character string indicating the formula for aggregation 
over product subgroups with identical options as previously. To demonstrate the use of the final_index 
function, let us define four subgroups of milk:

g1< -dplyr::filter(milk, milk$description==”powdered milk”),

g2< -dplyr::filter(milk, milk$description==”full-fat milk UHT”),

g3< -dplyr::filter(milk, milk$description==”low-fat milk UHT”),

g4< -dplyr::filter(milk, milk$description==”goat milk”).

Now, for the fixed time interval: December 2018–May 2019 using the milk dataset, let us calculate 
the (final) chain Fisher price index (the fixed base month is December 2018) taking into consideration 
the Laspeyres aggregation over subgroups g1, g2, g3, g4 and the Törnqvist aggregation over outlets.  
The appropriate package command is as follows:

final_index(datasets=list(g1,g2,g3,g4), start=”2018-12”, end=”2019-05”,

formula=”chfisher”,aggrsets=”laspeyres”,aggrret=”tornqvist”,interval=TRUE),

and resulting final price index values are presented in Table 12.

Date Chain Fisher 

2018-12 1.0000000

2019-01 1.0021740

2019-02 1.0077480

2019-03 1.0129532

2019-04 1.0089259

2019-05 0.9960455

7 GRAPHICAL COMPARISON OF PRICE INDEX RESULTS
This package includes 2 functions for simple graphical comparison of price indices. The first one,  
i.e. compare_indices, is based on the syntax of the price_indices function, and thus it allows us  
to compare price indices calculated on the same data set. This function calculates selected bilateral  
or/and multilateral price indices and returns a figure with plots of these indices (together with dates  
on the X-axis and the corresponding legend). The function does not take into account aggregating 
over outlets or product subgroups. For instance, let us compare the price dynamics for the milk dataset  
for the time interval: December 2018–December 2019, calculated by using two price index formulas: 
the chain Dutot index and the full-window TPD index. The above-mentioned comparison can be made 
by the following command:

compare_indices(milk,start=”2018-12”,end=”2019-12”, 

bilateral=c(“chdutot”),fbmulti=c(“tpd”),fbwindow=c(13),

namebilateral=c(“Chain Dutot”), namefbmulti=c(“Full TPD”)),

and its result is presented in Figure 2.
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The second function, i.e. compare_final_indices, has a general character since its first argument  
is a list of data frames which contain results obtained by using the price_index or final_index functions. 
To be more precise: the finalindices parameter is a list of data frames with previously calculated price 
indices. Each data frame must consist of two columns, i.e. the first column must include dates limited  
to the year and month and the second column must indicate price index values for the corresponding 
dates. The above-mentioned single data frame may be created manually in the previous step or it may 
be a result of the following functions: price_index or final_index. All considered data frames must have 
an identical number of rows. The names parameter is a vector of character strings describing names  
of presented indices. For instance, let us compare the impact of the aggregating over outlets and subgroups 
on the price index results (e.g. the Laspeyres formula is the assumed aggregating method). For this purpose, 
let us calculate the full-window GEKS index in two cases: case1 without the above-mentioned aggregation 
and case2 which considers that aggregation. We use the milk dataset and the yearly time interval:

case1<-price_index(milk, start=”2018-12”,end=”2019-12”,formula=”geks”, interval=TRUE),

case2<-final_index(datasets=list(milk), start=”2018-12”, end=”2019-12”, formula=”geks”, 
aggrsets=”laspeyres”, aggrret = “laspeyres”, interval=TRUE),

compare_final_indices(finalindices=list(case1, case2),

names=c(“GEKS without aggregation”, ”GEKS with aggregation”)).

The results of the above-mentioned comparison are presented in Figure 3. Differences between  
the calculated GEKS indices are negligible in the case of milk.

Figure 2  An example of the use of the compare_indices function

Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>
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8 AN EXAMPLE OF AN EMPIRICAL STUDY USING THE PRICEINDICES PACKAGE
This section examines the influence of the choice of the data filter type on the final price index result. 
Discussion about whether and what types of data filters to use for scanner data is ongoing in the literature.  
As a rule, scanner data indices are calculated using a dynamic approach and most countries use  
the monthly chained Jevons index. This method is commonly named the dynamic method (Eurostat, 
2017). The dynamic basket is determined using turnover figures of individual products in two adjacent 
months, i.e. the product is included in the sample if its turnover is above a fixed threshold being determined  
by the number of products in the considered product group. In the literature (Van Loon and Roels, 2018), 
we can meet the following condition for the above-mentioned rule which indicates whether the i-th  
product is taken into consideration while comparing months t –1 and t:

s t –1
i i

t
1

n> λ
+ s

2
,� (1)

where s τi  denotes the expenditure share of the i-th product at time τ, n is the number of considered 
products and λ is a fixed parameter (as a rule 1.25). We will call this kind of data filter the low sale filter. 
Supporters of using filters also assume that products that show extreme pricing changes from one month 
to another should be also excluded from the sample (extreme price filter). The list of possible data filters 
is longer, e.g. Statistics Belgium implements a filter for dump prices (van Loon and Roels, 2018). Filtering  
products is one thing and the decision to proceed with them is another. One possible option  
is the imputation of prices being flagged by filters but this raises questions about how to impute them. 
Another option is to remove flagged products from the sample if it does not change the sample size critically. 
This section examines the impact of the use of low sale filter and extreme price filter on price index values  
in the latter option. In the empirical illustration, we use the scanner data set (milk.RData) from one  
of retail chains in Poland, i.e. monthly data from 4 outlets on low-fat UHT milk  (COICOP: 01142) 

Figure 3  An example of the use of the compare_final_indices function

Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>
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sold during the period: Dec. 2018–Dec. 2019. We consider the low sale filter with λ = 1.25 (filter1)  
and the extreme price filter with thresholds for the minimum and maximum price change set to 50%  
and 200% (filter2). We use another variant of the extreme price filter, namely the filter which rolls 
out products with price changes (in compared months) being smaller and bigger than the 1th and 99th 
quantile of all observed price changes (filter3). We investigate the impact of the above-mentioned filters  
on the final price index results where the considered final index formulas are: the chain Jevons, the chain  
Fisher, the full-window GEKS and the full-window TPD indices. While calculating the final index,  
we consider aggregation over outlets, i.e. the aggregation is done by using the Törnqvist formula. Please 
note that filtering is done for each outlet separately, too. The whole procedure of the empirical study  
can be found in the Appendix. The obtained results are presented in Figure 4. 

Figure 4  �Impact of the low sale filter and extreme price filters on the final index value based on the example 
of low-fat UHT milk sold during the period: Dec. 2018–Dec. 2019

The unweighted Jevons price index formula seems to be the most sensitive to the choice of the data 
filter. The quantile filter, i.e. the filter 3, seems to influence considered price indices in the same way, 
namely: as a rule, its use leads to the smallest values of final indices (e.g. the exception month is July, 
2019). Presumably, this means that the distribution of monthly price changes is left-sided asymmetrical, 

Source: PriceIndices R package <https://CRAN.R-project.org/package=PriceIndices>
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i.e. products with larger monthly price changes than the average monthly price change dominate. In the 
case of weighted formulas (the Fisher, GEKS, TPD), the impact of filter 2 on the price index value is 
rather negligible. It can be easily justified since we do not observe any extreme price changes in the case of 
milk observed during the considered time interval. Moreover, differences in price changes between milk 
products with the biggest and the smallest sale values are probably small but not negligible, i.e. there is a 
substantial impact of the filter 1 (green line) on the index value observed especially for the chain Jevons 
and the full-window GEKS indices. In their case, the difference between the index values obtained with 
and without filter 1 may exceed 2–3 p.p. 

CONCLUSIONS AND FINAL REMARKS
The presented R package, i.e. PriceIndices package, was created for both official price statistics and 
statisticians dealing with theory of price indices. The main assumptions when creating the package were 
such that, firstly, it would cover the largest set of price indices and methods, and secondly, would be as 
flexible as possible in controlling parameters related to price index formulas. The author of the package 
hopes that this is the case: the package contains 104 useful functions for data processing, price index 
calculations and price index comparisons, including 6 functions for calculating bilateral unweighted 
price indices, 24 functions for calculating bilateral weighted price indices, 30 functions for calculating 
weighted and unweighted chain price indices and 6 functions for calculating multilateral price indices. 
Moreover, the package allows us to extend multilateral price indices by using known and updated 
methods, i.e. splicing, the FBEW and FBMW methods. According to the best author’s knowledge, this 
distinguishes the PriceIndices package from other packages dedicated to price indices. The package can 
be useful at any stage of dealing with scanner data: it allows for preliminary classification of products 
by labels, their matching and data filtering. Users (statisticians, NSIs, others) who have appropriate data 
frames prepared in the package or earlier by themselves have a variety of price indices and methods at 
their disposal, which makes it possible to conduct extensive experiments. The package, as part of the R  
environment, is free of charge and has the ability to be expanded, also by users. The presented version  
of the package (ver. 1.0) is its first installment (please use install.packages(“PriceIndices”) to install it) and 
its author expresses the hope that users will contribute to its extension with further useful functions or 
will improve its speed as well as reliability and find possible errors. The author of the package thanks in 
advance all users for any comments. It is also planned to constantly expand the package with methods 
and index formulas that will appear in the literature on an ongoing basis.
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APPENDIX 

R procedure for the empirical study  with the use of the PriceIndices package

library(“PriceIndices”)

library(“ggpubr”)

#time interval

t1<-”2018-12”

t2<-”2019-12”

#milk subgroup

data<-dplyr::filter(milk, milk$description==”low-fat milk UHT”)

#filters

filter1<-data_filtering(data, start=t1, end=t2, filters=c(“lowsales”), 
lambda=1.25, interval=TRUE, retailers=TRUE)

filter2<-data_filtering(data, start=t1, end=t2, filters=c(“extremeprices”), 
plimits=c(0.5,2), interval=TRUE, retailers=TRUE)

filter3<-data_filtering(data, start=t1, end=t2, filters=c(“extremeprices”), 
pquantiles=c(0.01,0.99), interval=TRUE, retailers=TRUE)

#Chain Jevons

CHJ_no<-final_index(datasets=list(data),start=t1, end=t2, formula=”chjevons”, 
aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

CHJ_f1<-final_index(datasets=list(filter1),start=t1, end=t2, 
formula=”chjevons”, aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

CHJ_f2<-final_index(datasets=list(filter2),start=t1, end=t2, 
formula=”chjevons”, aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

CHJ_f3<-final_index(datasets=list(filter3),start=t1, end=t2, 
formula=”chjevons”, aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

fig1<-compare_final_indices(finalindices=list(CHJ_no,CHJ_f1,CHJ_f2,CHJ_f3), 
names=c(“without filtering”, “filter 1”, “filter 2”, “filter 3”))

fig1<-fig1+ggtitle(“Chain Jevons”)

#Chain Fisher

CHF_no<-final_index(datasets=list(data),start=t1, end=t2, formula=”chfisher”, 
aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

CHF_f1<-final_index(datasets=list(filter1),start=t1, end=t2, 
formula=”chfisher”, aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

CHF_f2<-final_index(datasets=list(filter2),start=t1, end=t2, 
formula=”chfisher”, aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

CHF_f3<-final_index(datasets=list(filter3),start=t1, end=t2, 
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formula=”chfisher”, aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

fig2<-compare_final_indices(finalindices=list(CHF_no,CHF_f1,CHF_f2,CHF_f3), 
names=c(“without filtering”, “filter 1”, “filter 2”, “filter 3”))

fig2<-fig2+ggtitle(“Chain Fisher”)

#GEKS

G_no<-final_index(datasets=list(data),start=t1, end=t2, formula=”geks”, 
aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

G_f1<-final_index(datasets=list(filter1),start=t1,end=t2, formula=”geks”, 
aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

G_f2<-final_index(datasets=list(filter2),start=t1,end=t2, formula=”geks”, 
aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

G_f3<-final_index(datasets=list(filter3),start=t1,end=t2, formula=”geks”, 
aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

fig3<-compare_final_indices(finalindices=list(G_no,G_f1,G_f2,G_f3), 
names=c(“without filtering”, “filter 1”, “filter 2”, “filter 3”))

fig3<-fig3+ggtitle(“Full GEKS”)

#TPD

TPD_no<-final_index(datasets=list(data),start=t1, end=t2, formula=”tpd”, 

aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

TPD_f1<-final_index(datasets=list(filter1),start=t1, end=t2, formula=”tpd”, 
aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

TPD_f2<-final_index(datasets=list(filter2),start=t1, end=t2, formula=”tpd”, 
aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

TPD_f3<-final_index(datasets=list(filter3),start=t1, end=t2, formula=”tpd”, 
aggrsets = “none”, aggrret = “tornqvist”, interval=TRUE)

fig4<-compare_final_indices(finalindices=list(TPD_no,TPD_f1,TPD_f2,TPD_f3), 
names=c(“without filtering”, “filter 1”, “filter 2”, “filter 3”))

fig4<-fig4+ggtitle(“Full TPD”)

#results

figure <- ggarrange(fig1, fig2, fig3, fig4, 

                    common.legend = TRUE,

                    legend=c(“bottom”),

                    ncol = 2, nrow = 2)

figure
ggexport(figure, filename = “result.png”)

#end of procedure


